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**template<typename Tp>**

**shared\_ptr<Tp>**

1. **생성자**

* shared\_ptr()
* shared\_ptr(nullptr\_t)
* shared\_ptr(Tp\* other)
* shared\_ptr(const shared\_ptr& other)
* shared\_ptr(const weak\_ptr<Tp>& other)

1. **= operator**

* shared\_ptr& operator=(const shared\_ptr& other)
* shared\_ptr& operator=(const weak\_ptr<Tp>& other)

1. **소멸자**

* ~shared\_ptr()

1. **atomic reference counting**

* class ctr\_block
* void multi\_test()

1. **get**

* Tp\* get()

1. **\* operator**

* Tp& operator\*()

1. **-> operator**

* Tp\* operator->()

1. **== operator & !=operator**

* template<typename \_Tp1, typename \_Tp2>

bool operator==(const shared\_ptr<\_Tp1>& \_\_a, const shared\_ptr<\_Tp2>& \_\_b)

* template<typename \_Tp>

bool operator==(const shared\_ptr<\_Tp>& \_\_a, nullptr\_t)

* template<typename \_Tp>

bool operator==(nullptr\_t, const shared\_ptr<\_Tp>& \_\_a)

* template<typename \_Tp1, typename \_Tp2>

bool operator!=(const shared\_ptr<\_Tp1>& \_\_a, const shared\_ptr<\_Tp2>& \_\_b)

* template<typename \_Tp>

bool operator!=(const shared\_ptr<\_Tp>& \_\_a, nullptr\_t)

* template<typename \_Tp>

bool operator!=(nullptr\_t, const shared\_ptr<\_Tp>& \_\_a)

1. **bool operator**

* bool operator bool()

1. **use\_count**

* int use\_count()

1. **reset**

* void reset()

1. **make\_shared**

* template<typename Tp, typename... Args>

shared\_ptr<Tp> make\_shared(Args&&... \_Args)

1. **atomic\_load (atomic 미완성)**

* template<typename Tp>

Tp atomic\_load(const shared\_ptr<Tp>\* sptr)

* template<typename Tp>

Tp atomic\_load(const weak\_ptr<Tp>\* wptr)

1. **atomic\_store (atomic 미완성)**

* template<typename Tp>

Tp atomic\_store(const shared\_ptr<Tp>\* sptr, Tp ptr)

* template<typename Tp>

Tp atomic\_store(const weak\_ptr<Tp>\* wptr, Tp ptr)

1. **enable\_shared\_from\_this (미완성)**

* template<typename Tp>

class enable\_shared\_from\_this

**template<typename Tp>**

**weak\_ptr<tp>**

1. **생성자**

* weak\_ptr()
* weak\_ptr(nullptr\_t)
* weak\_ptr(const shared\_ptr<Tp>& other)
* weak\_ptr(const weak\_ptr<Tp>& other)

1. **= operator**

* weak\_ptr& operator=(const weak\_ptr& other)
* weak\_ptr& operator=(const shared\_ptr<Tp>& other)

1. **소멸자**

* ~weak\_ptr()

1. **atomic reference counting**

* class ctr\_block
* void multi\_test()

1. **lock**

* shared\_ptr<Tp> lock() const
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